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Abstract—Logs, generated from modern computational sys-
tems such as cloud servers or DBMS, are the primary indicator
of system states and thus have drawn significant attention from
researchers. One of its key tasks is log anomaly detection,
aiming to discover anomalous signals that can subsequently imply
errors in systems. Conventionally, the major challenge of such
a detection task is the insufficiency of well-labeled logs, which
require unaffordable human resources. To tackle this issue, recent
works have adopted the large language models (LLMs) as zero-
shot label-free log anomaly detectors. However, these solutions
necessitate direct deployment of LLM instances for downstream
tasks, incurring substantial computational costs. Such costs
limit their applications in resource-constrained scenarios, which
motivates us to reposition the LLMs from direct detectors to
training assistants and propose MaidLog. Specifically, MaidLog
comprises an LLM-assisted pseudo-labels assignment workflow
that automatically generates high-quality labels at training,
enabling it to run entirely without manual labels. Based on them,
we propose a lightweight detector designed for generalizability,
where a well-trained detector is even applicable to downstream
systems without any post-training. Once the training is finished,
the downstream detection is efficient and only detector-based,
without any involvement of LLM. Extensive experiments show
that MaidLog effectively handles challenging real-world sce-
narios. With only a few unlabeled entries, MaidLog achieves
comparable performance with a 25,000x speedup over SOTA
LLM-centric solutions in out-of-domain systems, demonstrating
its applicability on resource-constrained systems.

Index Terms—Anomaly Detection, Log Management

I. INTRODUCTION

Logs generated from computational systems lay the fun-
damentals for modern Development & Operations, which is
now attracting significant interest from researchers. In the
domain of log data management, typical tasks can be coarsely
categorized into four pipeline levels: logging level [1]-[3],
processing level [4]-[12], organization level [13], [14] and
application level [15]-[20]. One of the important tasks at the
processing level is log anomaly detection, which identifies
anomalous log data as indicators of system malfunctions.

In real-world applications, since a delay in discovering
the system’s error would cause severe economic loss, an
anomalous log requires timely detection. Several early re-
search solutions have been proposed under relatively ideal
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settings [21]-[26]. Specifically, in these conventional frame-
works, logs first undergo parsing, a preprocessing step to
remove variables (e.g., hash strings), before being categorized
into event templates. Sequentially, these templates are fed to
a detector that generates its judgments. This pipeline relies on
two key assumptions: (1) strict assumptions of consistency
to ensure reliable parsing and downstream detection, and
(2) massive label requirements for training the detector.
However, these assumptions are often unrealistic in practice,
limiting the broader adoption of such methods.
Improvements have been undertaken to address the afore-
mentioned issues through two lines. The first line concerns
accommodating unstable and evolving systems for (1). By ap-
proximating log parsing [27], [28] or eliminating the necessity
of parsing [29], [30], these methods treat logs similarly to
natural languages and achieve high flexibility for diverse and
changing systems. In the second line, new solutions aim at
performing unsupervised [27], [31], [32] or semi-supervised
learning [33], decreasing budgets on anomalous labels for
(2). However, these solutions still exhibit generalizability
deficiencies, as they typically assume logs always resemble
those in the training set. In scenarios such as newly deployed
servers or updated running servers, they naturally lose validity.
Although several studies employ transfer learning [34], [35] or
meta-learning [36] to address this drawback, they still require
substantial training samples from new environments or fail
when facing significant inconsistency. As both label and con-
sistency issues pertain to model training, we categorize these
non-LLM solution limitations as training-phase limitations.
Fortunately, advances in large language models (LLMs)
from natural language processing demonstrate potential
to overcome previous limitations. Pioneering studies have
demonstrated LLMs’ significant potential in log analysis [5],
[30], [37]-[42]. The majority of them employ prompt engi-
neering [41] or fine-tuning [30], [40], [42] alone with centric
LLMs to comply with strong generalization and stability in log
analysis. For example, LLMs can perform zero-shot (without
in-domain samples) and label-free (without labeled data)
anomaly detection for online systems using natural language.
Despite some training-free scheme with LLMs that can skip
the above training-phase limitations, directly applying LLMs
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Fig. 1. Overview of MaidLog. The left side introduces our motivation in MaidLog to combine advantages from both LLM-centric and Non-LLMs methods;
The middle part summarizes the architecture. MaidLog comprises an LLMs-assisted label assignment (Section III-B) to acquire anomalous labels on unlabeled
training data, and a detector with generalizable designs (Section III-C) for zero-shot detection on target systems; The right side overviews the task, where
unlabeled log entries in source systems (i.e, domains) are available for training a detector for anomalous identification on unseen target system.

still encounters the following inference-phase limitations:

1) Efficiency. Existing LLM-centric solutions demand calling
LLMs for each inference, causing an unfeasible compu-
tational budget and latency, especially for users on light
systems/applications like edge devices.

2) Effectiveness. Naively adopting LLMs for anomaly identi-
fication can only yield suboptimal results [42], [43], since
logs are different with the training corpora. Some extant
LLM-centric solutions have to furnish LLMs with more in-
domain examples, yet are inapplicable when encountered
with data scarcity [30], [40], [44]. Moreover, the selection
of these examples is non-trivial, and inappropriate demon-
strations may degrade performance.

3) Bias. LLMs exhibit inherent biases due to varying architec-
tures and training corpora, leading to divergent behaviors
across model instances. Prompt sensitivity further worsens
this vulnerability, as outputs may differ by prompts. Con-
sequently, identifying both optimal prompts and the most
appropriate LLM instance remains challenging.

Given both training-phase and inference-phase limita-
tions, we are motivated to decouple training and inference
processes while combining the strengths of LLM-centric and
non-LLM approaches. In this paper, we propose a novel
solution named LLMs-assisted Log (MaidLog) to perform
anomaly identification with high efficiency and minimal data
requirements. As shown in Figure 1 (left), MaidLog focuses
on dual functionality: maintaining advantages of LLM-centric
methods (zero-shot and label-free operation) while providing
lightweight and real-time inference as non-LLM solutions.
Specifically, (1) for training-phase limitations, we employ
LLMs to automatically generate massive labels. Then, those
labels will be augmented and utilized to train a lightweight
detector without consistency assumptions. And, such detector
makes the inference phase LLM-free, thus has high effi-
ciency; (2) in terms of the inference-phase limitation, LLM
in MaidLog would only be utilized for pseudo-label inference
during the detector’s training, enabling further chances to
post-improve before the corresponding training is applied. We
further introduce an iterative calibration workflow to prevent

the above detector from inheriting the effectiveness and bias

issues. In summary, our contributions are as follows:

« We propose a novel framework, named MaidLog, to perform
efficient and effective log anomaly identification in a zero-
shot label-free manner in Section III-A by decomposing
training and inference runtime.

e We propose an LLM-assisted pseudo-labels generation
framework for logs, tackling the limitation of label require-
ments for non-LLM solutions in Section III-B.

« We propose a generalizable and efficient detector for infer-
ence in Section III-C with the unique nature of logs.

« We conduct extensive experiments in real-world datasets to
demonstrate our motivations and designs in Section IV.

II. PROBLEM ANALYSIS
In this section, we will introduce the existing problem
settings and the unsolved challenges.

A. Preliminaries

Logs are generally organized in lines. We denote the i-th log
line as x;, treating it as a natural language sentence. In reality,
logs are sequentially arriving, and the demand is to classify
whether the system runs normally or not with the logs it
generates. Well-designed logging tools enable logs to precisely
reflect system states, thereby reducing the task to identifying
anomalous logs [45], [46]. This problem can be viewed from
two distinct perspectives depending on the granularity:

« Log anomaly detection: This task is to diagnose anomalies
by full sessions/sequences. Given an ordered batch of logs,
the objective is to provide a single answer to the total batch,
indicating whether or not there is an anomaly.

o Log anomaly identification: A recent trend [47], [48]
aims to acquire fine-grained hints from logs, leading to the
formulation of this sub-task. Given an ordered batch of logs,
this task requires a line-by-line anomaly identification. Our
primary focus is on this task as it has finer granularity.

As outlined in Section I, we aim to tackle the most realistic
settings, specifically the zero-shot label-free log anomaly
identification. It further imposes that (1) no entry and label
from target systems (zero-shot) and (2) only entries but no



label from source systems (label-free) are available during
method designing and training. Here, target systems refer
to those in downstream inferences, while logs from source
systems are already established and documented as prior
knowledge. Technically, each system with distinct data and
label distributions is referred to as a domain. In particular,
systems are interchangeable with applications since domains
are logical models. In common practice, a system includes vast
applications like databases, a Java backend, etc. Despite their
various logging features, they collectively form a complete
application, inspiring a multi-domain modeling.
Additionally, as previously mentioned in Section I and
prior studies [27]-[29], [35], [40], [47], [49], logs may be
streaming from multiple cooperative applications concurrently.
Consequently, temporally proximate logs may originate from
different application sources. This deviates from conventional
settings, where researchers presume that the log sequences
from the same source can be directly organized by time
windows or sessions. Moreover, session organization varies
significantly across instances, even within a single system. As
MaidLog is desired to be a sufficiently generalizable solution,
we avoid the above system-dependent factors and prefer the
following standalone entry-level anomaly identification formu-
lated in Section II-B. [48] also adopts such settings for similar
reasons, as we will discuss and dive deeper in Section VI.

B. Problem formulation

Referring to log sources (e.g., some applications) as do-
mains where each of them retains a distinct joint distribution of
logs and anomalous labels, ny source domains in D* and any
target domain(s) D! are given. In this challenging setting, the
training samples consist solely of n; unlabeled log lines from
each source domain D7, formalized as D* = {{x?};2,]j =
1,...,n4}. The objective is to identify anomalous log lines in
D' = {(zt,y!)} 7, with a detector trained exclusively on D*.
Formally, our task is to obtain the optimal parameters W* in
a parameterized detector/classifier cls(-) with and only with
D to detect anomalies in D! as

W* = argmaxE,: ,o)pt [P(cls(z); W, D%) = y!)] , (D
W ir9q

where y! = {0,1} denote z! is normal (0) or anomalous (1),
respectively, as the right side of Figure 1.

C. Resource constraints

To contextualize the design of MaidLog, we first outline key
“resource constraints” encountered in real-world deployments:

« Computational resource constraint. Logs originate from
diverse systems, ranging from high-performance computing
(HPC) clusters to lightweight edge devices (e.g., smart
watches, routers). A widely applicable log anomaly detec-
tion method should function as an auxiliary module that
requires neither GPUs nor high-performance CPUs, and
must maintain low computational overhead.

« Data resource constraints. As noted in Section I, log data
is often sparse. An effective framework should operate in

a zero-shot manner without large volumes of in-distribution
data, and should be label-free to avoid manual annotation.

Given the strictness of these constraints, balancing detection
effectiveness and computational efficiency is critical for prac-
tical log anomaly detection.

III. METHODOLOGY

In this section, we outline MaidLog. The target of our task
and the key ideas of MaidLog are introduced in Section III-A.
Then, the pseudo-label generation framework and the detector
are proposed in Section III-B and Section III-C, respectively.

A. Principles in MaidLog

Before discussing the details of MaidLog, we will first
identify some unique attributes of the task. Training a detector
on D?* appears to be a straightforward unsupervised anomaly
detection task, but it becomes a peculiar case in our situation.

What is an anomaly. From the aspect of general anomaly
detection, anomalies are defined as those different from the
training set. By this definition, representative unsupervised
solutions [27], [31], [50] attempt to induce patterns in training
sets and define out-of-domain testing samples as anomalous.
These methods operate under the assumption that there is
no significant distribution shift between training and testing
data. However, this assumption is impractical in real appli-
cations, such as when the systems are intensively evolved or
cold-started [28], [29], [47]. Furthermore, the out-of-domain
anomaly detection setting requires that all training samples be
strictly normal. This assumption does not hold in our task or in
practice, and its violation leads to collapses, as demonstrated
in Section IV. Even if one could remove all samples with
anomalous labels, the sample efficiency would still signifi-
cantly decrease as an entire category is excluded [49].

Thereby, supervised methods are more suitable for the task,
although we do not initially have labels with D?. Fortunately,
the emergence of LLMs provides a promising alternative so-
lution. As demonstrated in recent LLM-centric solutions [40],
[41], LLMs can serve as experts and generate pseudo-labels.
Although this approach is efficient since it requires no human
intervention, the results are not sufficiently accurate. To en-
hance the quality of pseudo-labels, we introduce an iterative
calibration mechanism in Section III-B.

Using the high-quality pseudo-labels obtained, we propose
a sophisticated detector tailored to log characteristics in Sec-
tion III-C, designed to maximize generalization from D° to
downstream D‘. The complete architecture of MaidLog is
illustrated in Figure 1 (center).

B. Pseudo-labels assignment

Recall that LLMs cannot reliably provide high-quality labels
through simple zero-shot approaches (e.g., direct question
answering), as demonstrated in [40], [41]. Thus, a more
sophisticated assignment framework is needed to provide
precise training signals and prevent errors (e.g, biases) from
accumulating to inherit in the detector. To meet the above
requirement, we first consider the following two insights
regarding the weakness of LLM:



« LLMs as black boxes. It is challenging to ascertain how
exactly LLMs identify anomalies. Although sophisticated
prompts can establish certain anomaly standards, the in-
teraction mechanisms between LLMs and prompts remain
opaque to developers.

« The absence of domain knowledge. In general, LLMs lack
specialized training on log data and possess limited domain-
specific knowledge about the relevant log domains.

The first limitation hinders the evaluation of generated
labels. Although LLMs are too complex to be analyzed,
conventional parametric classifiers (e.g., the model in Sec-
tion III-C) can extract more informative measurements from
losses and logits. This motivated the implementation of a
neural “verifier” to evaluate the labels generated by LLMs.
Meanwhile, retrieval-augmented generation has shown poten-
tial for addressing the second limitation [40], [44]. Specifically,
providing LLMs with exemplars can guide them to generate
better assignments than from question-only queries.

In light of the above observations, we propose two key
mechanisms: a mislabel identification mechanism (Section
III-B1) and an augmented generation mechanism (Section
III-B2). In summary, the fundamental idea is to iteratively
discover previously mislabeled samples with the verifier and
subsequently calibrate them by providing more pertinent ex-
amples to LLMs. The detailed workflow will be introduced
later in Section III-B3.

Preprocessing As a deep learning solution, the first step
is to embed input logs, whereby variables (i.e., numbers, IP
addresses and hash-like values) in logs are cleaned by regexes.
Then, the pretrained FastText [51], an efficient and non-GPU
embedding method, is utilized to acquire dense representation
el € R for each log line. Here, d. is a fixed vector length
depending on the settings of FastText. For the sake of brevity,
we attach {e]} to corresponding {z]} to all domains. The
performance of FastText has been validated in RobustLog [28].

Proposed framework The whole assignment process is
illustrated in Figure 2. Mislabel identification starts after the
initial pseudo-labels are generated for all entries by the LLM.
Then, the mechanisms in Section III-B1 will mark which
samples are probably mislabeled (“candidate” D¢) and which
are more reliably labeled (“support” DP), respectively. Subse-
quently, each entry in D¢ will be incorporated with relevant
entries in DP, seeking a better reassignment as detailed in
Section III-B2. The above processes interleave for several
rounds. Finally, all generated pseudo labels saved in the cache
will be summarized into the final outcomes.

1) Mislabel identification: Deriving ideas from learning
with noise [52], researchers have found that noisy labels
(i.e., mislabels) typically obtain larger confusions (e.g., losses)
in the neural classifier (e.g., multi-layer perceptrons). This
phenomenon can be interpreted as the classifier first learning
common features before memorizing individual instances [52].
When incorrect labels constitute a minority in the dataset,
they can be identified by analyzing classifier behavior patterns
based on this phenomenon [53].

Specifically for our task, when using a proper classifier to
train a mapping from entries {x7} to current pseudo labels,
mislabeled samples will not be well-fitted in the early training
stage. They typically exhibit either (a) inconsistency between
the classifier’s outputs and the pseudo-labels, or (b) larger
losses compared to other samples in the same class. Therefore,
we propose to utilize a neural classifier as a “verifier” with two
mislabel identification criteria as follows:

« Disagreement. Based on criterion (a), when the pseudo-
label and the classification result of an entry are inconsis-
tent, it’s potentially mislabeled. A predetermined portion of
entries will be sampled from these entries and marked.

o Confusion. Based on criterion (b), we sort classification
losses within both normal and anomalous categories, respec-
tively, when the pseudo-label and the classification result of
an entry are consistent. A predetermined portion of entries
with top losses are subsequently marked.

Using these criteria, we identify samples meeting at least
one criterion in each domain and class. Due to the log
anomaly’s categorical imbalance, we standardize the marked
sample size across domains and classes to the minimum
observed. The union of selected samples, called “candidates”
D¢ = {{(ef,y])}i}}*, contains labels identified as incorrect
and requiring calibration.

Recall that we need entries with reliable pseudo-labels for
subsequent augmented reassignment. To obtain this reliably-
labeled “support set”, we extract the complement of the
“candidates”, denoted as DP. Specifically, we set a larger
predetermined portion when selecting DP. This ensures DP
contains relatively more reliable labels than D¢, minimizing
the risk that augmented reassignment is misled by noisy
examples incorrectly included in the support set.

2) Augmented generation: To calibrate the candidates D¢,
we employ in-context augmented generation using LLMs
with three distinct prompt types. All three prompts leverage
multiple support samples from DP to calibrate the labels in D°.
Details of the three prompts (augmentations) are as follows:

o Induce. This prompt guides the LLM to induce and learn
patterns from labeled support samples before evaluating the
candidate entry. Particularly, Induce requires both normal
and anomalous examples.

« Filter. This prompt provides only normal support samples to
the LLM, which then filters and determines if the candidate
belongs to the normal class.

o Refine. This prompt augments the LLM by providing tem-
porally adjacent entries as the context for calibration.

Please refer to Section IV-C for concrete augmentation
prompt formats. Hereafter, the remaining challenge is selecting
appropriate examples for “induce” and “filter”. To ensure
robust performance, selected examples must be both reliable
and relevant to each query. The reliability, as described at
the end in Section III-B1, has been satisfied as the examples
would only be selected in the support set DP. Then, to ensure
relevance, we perform KNN retrieval using entry embeddings
e to identify the most semantically similar support samples.
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and extract the corresponding original log entries {xf} The
sample count s} varies according to the prompting strategy
employed. Finally, we format both the query and retrieved
examples using natural language templates corresponding to
the selected augmentation strategy, then batch them for label
reassignment. Here, a query prompt comprises instructions for
the anomaly identification task, an augmentation prompt (e.g.,
“refine”) with several example entries, and the target entry.
3) Detailed Workflow: Figure 2 depicts the whole process
of the LLM-assisted pseudo-label assignment. After (1) the ini-
tial round of generation, the pseudo-labels are (2) parsed from
the LLM’s responses, and the neural verifier undergoes (3)
supervised training over several startup epochs. Subsequently,
the proposed (4) mislabel identification and (5) augmented
generation processes are interleaved to ensure continuous cal-
ibration. Specifically, (6) depicts the retrieval and organization
introduced in Section III-B2, and a round ends after (7) the
reassignment queries and (2) the results are parsed. Thereafter,
steps (2)-(7) will be repeated until the budget is reached.
Specifically, the verifier adopts the same architecture and
objectives as described in Section III-C. In addition, we
implement pseudo-label caches to aggregate the results from
multiple rounds. For log embedding e, the pseudo-labels
cache will save all the generated labels as Y/ = {(y/,w])}.
While training the verifier, we obtain supervision from:

Yy wiyﬁ) ) Pg wiy]

: — —05(+1, 3)
Dy w} Zy,j w} J

where w. will linearly grow as the number of iterations.
The consideration for such designs is to mitigate premature
saturation or later over-calibration, as:

g{ = round (

o The pseudo labels are averaged from all rounds of gen-
erations, ensuring later opposing reassignment (potentially
over-calibration, or noise) will only be in effect after multi-
ple distinct checks. Through that, we expect over-calibration
will be rarer.

o Weights will linearly grow by the number of rounds, en-
abling quick correction in the early and middle calibration
rounds. We believe such a design can prevent the calibration
from being prematurely stuck.

In expectation, these would bring a “convergence” in assign-
ment result when iteration increases, which is also observed
in our experiments. Notably, the LLMs consistently generate
binary labels (i.e., 0 or 1) in natural language, and thus
we align the supervision for the verifier to be rounded as
in Equation (3). Eventually, the pseudo-label caches, which
accumulate labels {Y;} from multiple iterations, provide
supervision for the subsequent detector. As a brief preview, the
verifier will share the same architecture and training process
as the detector, which will be introduced in the next section.

C. Generalizable detector

Once the {Yj} from the above process are available, we
can subsequently train a supervised detector that provides a
categorical answer of normal or anomalous for each log. A
typical objective from Equation (1) is:

argmax [ (Z y{z log P (clsw(ez) = t)) , 4

W (el 4)€D® \1=0,1

where ygi =1- ;z}f and y{i = g]i abbreviate the probability of
being normal and anomalous respectively. Here, for each log
embedding e, soft labels are instead utilized to obtain smooth
scores (labels) as 7] = >y wlyl />y wi .

Recall Section III-A, we desire a better generalizable de-
tector to enable zero-shot downstream transferring. Thereby,
as shown in Figure 3, two techniques named domain gener-
alization (DG) and ensemble classifiers (EL) induced by the
nature of logs are subsequently utilized hereafter.

1) Domain generalization: For a zero-shot classifier,
naively adapting Equation (4) is insufficient for generalization
towards target domains [54]. This further requires the detector
to mine common features across various domains rather than
only domain individuals for accessing unseen target domains.

Technically, it proposes a domain generalization task. By
constructing the detector cls(-) as f - g as an encoder-
predictor structure, a general DG framework tries to align
the joint distribution of P(g(e),y) = P(ylg(e)) - P(g(e))
across domains [54]. The productions are a domain-invariant
encoder P(g(e)) and a general head P(y|g(e)), where com-
mon knowledge is decoupled from domain-specific features.
When inferring unseen target domains, the encoder can retain
a common feature space and thus validate the downstream
head. However, such alignment is far from suitable for logs.

Particularly for logs, the conditional distribution P(y|g(e))
is strongly defined by the domain individual and more impor-
tantly, by the users’ interpretation of anomaly. For instance,
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Fig. 3. The framework of the proposed detector. The detector contains
three major components, where a domain-invariant encoder and a domain
discriminator compose the DG. Multiple domain-specific classifiers (EG) are
built on the encoder and output an anomalous score for each entry. Each
domain is mapped to a head during training, while all heads are activated and
the results are weighted by the discriminator during testing.

a warning level log is customary in a developing system,
while it may be deemed unacceptable in a highly available
system. Given that the same log in different systems may
have different semantics, P(y|g(e)) can hardly and should
not be aligned, while enforcing alignments will hinder the
formation of identical and practical P(g(e)). Alternatively,
exclusive alignment on P(g(e)) is sufficient for logs.
Formally, such alignment is to minimize the Jensen-
Shannon divergence (JSD) among source domains as

> ISD(Perpi(9.(€) | [Bnns (900)) ) . (S)

Di,DieDs

min
w

where ¢ is parameterized by w. This equals optimal in an
adversarial minimax game [55] as

log P(ds - gw(e) = 4)],  (6)

arg min max E
w ® DieDs.ecDi
where dy(-) — R" is an auxiliary discriminator with pa-
rameters ¢ that tries to figure out the belonging domain of
the embedding e]. Optimal in Equation (6) yields a “domain-
invariant encoder” g, (-) and “domain discriminator” d(-),
which are the orange modules depicted in Figure 3.

2) Ensemble Learning: Recall that P(y|g(e)) depends on
domains. Thus, an identical classification head that projects
g (e) to an anomalous logit is insufficient to reserve domain-
specific individuals. Thereby, we adopt ideas from ensem-
ble learning to initialize multiple domain-specific classifiers
{fo,(-)}72,. As shown in Figure 3 (e.g. j = 3), fo, - g (") =
R? is designated during forward steps for eg from D;.

For a quick review, DG and EL aim to capture the homo-
geneity and heterogeneity among log domains, respectively.
Specifically, the homogeneity refers to general knowledge
common to logs, such as standard logging levels and the
general structure of log entries. Through DG-based alignment
across domains, we explicitly reinforce the extraction of this

general knowledge by training the encoder to project domains
into a shared distribution. Conversely, the heterogeneity de-
fines domain-specific characteristics, such as unique logging
components and formats. The data distribution that character-
izes this heterogeneity cannot be aligned by DG and would
be captured individually per domain by EL.

3) Optimization: There are two classification-based opti-
mization targets respectively from Equation (4) and Equation
(6). Specifically, for gradient-based optimization, we adopt
Focal loss [56] as a refined loss function to address imbalances
in the training data. Then, Equation (4) is transformed to
categorical classification objective as

Les = ]E(eggg)eps - Z yfia{(l ,p{i)"/ logp{i , (D
t=0,1

where pl, = P(fo, - gu(€l) = t) and {a, o] 1,7 denote
data-related hyperparameters. Deriving from Equation (6), an
additional domain classification objective is:

Ladw = Eicp. [FL(R)(1—pf) logpf],  (®)

where p¥ = P(dy - GRL - g,(e;) = k). Here, GRL refers to
the gradient reversal layer [57] as

(GRL- f())" = =Af'(:),GRL- f() = f(), (9

which enables direct one-pass gradient descent optimizations
in the whole minimax game (Equation (6)). Ultimately, we can
learn the detector from source domains by

L{8;}, ¢w) = Las({0;},w) + BLadu(;w)

where [ represents a trade-off hyperparameters. Gradient-
based optimization is applied to Equation (10) as shown by
black arrows in Figure 3.

4) Inference: During inferences on target domains (illus-
trated by red arrows in Figure 3), the discriminator first figures
out the relevant scores of each source domain. Subsequently,
the corresponding domain-specific heads are activated and the
output is the weighted summarization of their opinions as

Py =1t)= Y P(fo, - gule) = )P(dy - gule) = j), (11)

JENA

(10)

where ¢ = 0, 1. Eventually, we obtain a lightweight detector
for downstream tasks that is deployable on edge devices and
capable of real-time inference. The computationally intensive
component, specifically the LLM-related module, is invoked
only once during centralized training. By decoupling training
from inference, MaidLog combines the advantages of both
LLM-centric and non-LLM approaches as a more practical
and efficient solution for resource-constrained systems.

IV. EXPERIMENTS

In this experimental section, the first three sections de-
tail the implementations, while the following eight sections
provide a comprehensive analysis. Our repository at https:
//github.com/hehepigd/maidlog includes additional experi-
ments that are omitted in the paper due to page limitations.



A. Datasets

Our datasets are sourced from two widely used sources:
Loghub [58] and Evlog [47]. From Loghub, we select twelve
datasets [31], [31], [59], [60], each comprising 2,000 log
lines randomly sampled from the examples provided in the
repository. Additionally, we include two entry-level labeled
datasets from Loghub: BGL (BG) and Thunderbird (TH),
and two from Evlog: Hadoop2 (H2) and Hadoop3 (H3) that
originate from the same software but different versions.

The experimental setup includes: (1) twelve source domains
(2,000 log entries each) for training, and (2) four target
domains (BG, TH, H2, H3) for testing, each containing over
2 million entries. Our evaluation is designed under strin-
gent data resource constraints: it uses minimal unlabeled
training data (significantly less than existing training-based
solutions [34], [36]) and ensures no overlap between training
and testing domains. Due to the computational infeasibility of
processing full datasets for LLM-centric baselines (more than
10 days), we use sampled subsets of BG and TH for testing.
Detailed statistics are available in our repository.

B. Baselines

To validate our design motivations, we conduct compre-
hensive comparisons between MaidLog with the SOTA LLM-
centric baselines as follows:

1) LogPrompt [41]: Liu et al. proposed a Chain-of-Thought
based to execute online log anomaly identification task.

2) LogGPT [40]: Hadadi et al. also focuses on prompt
engineering. While the original work did not formally name
the method, we designate it as LogGPT for clarity. For task
adaptation, we modify the input format to process individ-
ual log entries and adopt LogGPT’s zero-shot template.

Both LLM-centric baselines adopt a relatively similar work-
flow. Specifically, a log entry will be placed into specialized
prompts and then queried to the LLM, which will reason a
binary label for each entry. While LogPrompt pays more at-
tention to the feed additional human experiences (e.g., “Mark it
abnormal when and only when the alert is explicitly expressed
in textual content”), LogGPT defines anomalies more coarsely
by “associated with unlikely entries or entries indicating errors,
problems, or faults.” One may notice that the initial pseudo-
label generation round also falls in their procedure, MaidLog
obtains a calibration process and removes the generation of
LLM from inference time. For fair comparison, we evaluate
all methods using identical LLM configurations. Meanwhile,
non-LLM solutions, including semi-supervised [33] or su-
pervised [9], [27]-[29], are infeasible as they require sub-
stantial labeled data from target domains. For unsupervised
approaches, we implement three representative baselines:

1) DeepSVDD [50]: This method projects inputs into a latent
hypersphere. With assumptions introduced in Section III-A,
results far away from the centroid are considered anoma-
lous during inference. This approach has demonstrated
effectiveness in session-based log analysis, as evidenced
by its adoption in LogBERT [42], etc.

2) Unsupervised: We adapt our proposed detector by replac-
ing its objective with DeepSVDD’s hypersphere projection.

3) PCA [26]: This traditional method detects anomalies
through the L2-norm of feature vectors in the principal
component space. In aligning our tasks, we modify the log
feature vectors to {e7 }.

The unsupervised competitors share a similar preprocessing-
embedding-classifying process as MaidLog, despite a different
training object. We exclude other unsupervised methods that
either rely on session-based assumptions or are incompatible
with zero-shot scenarios [27], [31], [32], [35]. There are
several intriguing methods yet excluded due to dependence
on expert-annotated anchor data [61], [62]. Although transfer
learning approaches [34], [36] have been extensively studied,
they still require target domain data and are therefore unsuit-
able for our zero-shot scenario. To further disclose the internal
mechanisms of MaidLog, we set up the following ablations:

1) w/o Iter.. We substitute the iterative generation process
with the initial generation and train the classifier.

2) w/o Adver.: Here, we remove the adversarial part of the
classifier £,4, to check the improvement from domain
generalization by settings A = 0 in GRL layer. Particularly,
the discriminator is still trained for inferences.

3) w/o Ensem.: By altering {f;} with a single classification
head, we remove designs for domain individuals.
Particularly, we complement the Unsupervised with Unsur.

w/o Adver. and Unsur. w/o Ensem. that shares similar ablative

settings above for further validation. All the above baselines

obtain the same log embeddings, training data, and neural
network structure if they have. We measure performance by

Area Under Receiver Operating Characteristics (AUROC) [63]

since it serves as a threshold-free metric. AUROC is a larger-

better metric, where a score of 1 indicates a perfect classifier

(detector) that entirely separates the samples. All the experi-

ments are run with one NVIDIA-A800 GPU and 8 CPU cores.

C. Implementations

We employ the FastText library [64] in Python to encode
each preprocessed log line into 300-dimensional vectors. As
we obtain 12 source domains in the training set, a total of 12
heads are equipped in the classifier. AdamW [65] implemented
by PyTorch [66] is utilized with a learning rate of 0.0004.
The optimizer runs for 600 epochs with a batch size of 2000,
employing SWA [67] with the same learning rate starting at
epoch 360. In the loss objective function, we define

ap=n'/(2) 7). 0 =1-af, (12)
to balance the categories for each training domain and v = 2
in Equation (7). For the adversarial component, we pro-
gressively increase A in the GRL layer following [57] as
A =1-2/(1+¢%*%) where k € (0,1) refers the training
progress. we set 5 =1 to equally weight L. and L,q4,.

For pseudo-label generation, we evaluate three differ-
ent LLMs deployed using TGI [68]: Mistral-7B-Instruct-
V0.3 [69], Qwen-2.5-7B-Instruct [70], and Llama-3.1-8B-



TABLE I
OVERALL PERFORMANCES MEASURED BY AUROC(7T) WHERE THE TOP-3 ARE BOLD

Llama Qwen Mistral -
- Method H2 H3 BG TH Avg. | H2 H3 BG TH Avg. | H2 H3 BG TH Avg | ARQ)
1 LogPrompt 080 080 068 079 077 | 059 058 08 08 072 | 096 096 086 083 0.90 3.958
2 LogGPT 094 094 074 078 085 | 096 095 087 084 090 | 0.88 089 087 083 0.87 2917
3 PCA 0.11 0.11 024 0.01 0.12 | 0.11 0.11 024 0.01 0.12 | 0.11 0.11 024 0.01 0.12 11.00*
4 DeepSVDD 0.50 0.50 050 049 050 [ 050 050 050 049 050 | 0.50 050 050 049 050 | 7.583*
5 Unsupervised 052 053 093 003 050 | 052 053 093 003 050 | 052 053 093 0.03 050 | 6.250*
6 Un wio Adver. | 032 033 030 033 032 [ 032 033 030 033 032|032 033 030 033 032 | 9.500*
7 Un. wio Ensem. | 047 047 033 030 039 | 047 047 033 030 039 | 047 047 033 030 039 | 8917
8 w/o Adver. 083 082 031 096 0.73 091 090 073 096 088 | 085 085 085 096 0.88 3.625
9 w/o Ensem. 077 0.77 045 099 074 | 082 082 067 095 0382 | 0.79 0.78 0.84 096 0.84 | 4.750*
10 w/o Iter. 076 075 065 087 076 | 0.89 088 088 073 0.85 0.80 0.79 0.87 0.99 0.86 | 4.208*
11 MaidLog \ 076 0.76 0.73 099 0.81 \ 089 089 076 092 0.87 \ 094 093 088 095 0.93 \ 3.292
Instruct [71]. The verifier shares the same architectures and TABLE II

hyperparameters as the downstream classifier described above,
but without SWA, and the batch size is 200. For the por-
tion mentioned in Section III-B1 and label weights (used in
Equation (3)), please refer to our extended hyperparameter
analysis in the repository. Finally, for each query, we select:
6 examples for both “refine” and “filter”, while 4 normal plus
2 anomalous examples for “induce”. All three augmentations
are randomly selected and applied to each regeneration query.
The total calibration is executed for 42 rounds. The prompt
describing the classification task is derived from LogPrompt
and omitted due to limited pages (see our repository). Instead,
the three instructions used for calibration are as follows:

Induce: Below are some similar examples with likely pre-
assigned categories, which are not always the ground truth
and just describe how the system likes. Use them critically
to help you make your decision.

(1) log entry: log line 1, category: label 1 (2) ...

Filter: Additionally, given below are logs that are likely to
be normal. Please use these additions to help you make a
more reasonable judgment.

(1) log entry: example log line 1 (2) ...

Refine: Additionally, given below is a consecutive log se-
quence where the log entry to be judged is in the sequence.
Please use this sequence to help you make a more reasonable
judgment.

(1) log entry: example log line 1 (2) ...

D. Overall performance

Table I summarizes the final results of all implemented
methods. The top three results are highlighted in bold font for
emphasis. The average AUROC across the four testing datasets
is indicated by Avg., while AR refers to the average rank in
all twelve settings and * indicates a significant (o« = 0.1)
performance difference between MaidLog and the baseline in
the Wilcoxon signed-rank test.

MaidLog demonstrates improvements in addressing bias
and effectiveness issues. Regarding bias mitigation, MaidLog
prevents certain failure scenarios (e.g., 0.58 and 0.59 of H2

APPROXIMATE INFERENCE TIME (IT) ON ALL TESTING DATA
Method ‘ LogPrompt LogGPT MaidLog MaidLog CPU
1T \ 100 h 90 h 14 s 12s

and H3 when using Qwen and LogPrompt) and exhibits
more stable performance across datasets. These results indicate
that MaidLog not only improves generalizability but also
effectively mitigates the bias issue as introduced in Section
I. Furthermore, the comparison between LogPrompt and Log-
GPT reveals that LLMs exhibit distinct preferences for prompt
formats. Notably, Mistral achieves better performance with
LogPrompt, whereas Llama and Qwen show the opposite
trend. This observation further highlights the bias issue, which
will be detailed in Section IV-F. Notice that the results of
MaidLog in Table I are with prompt polished from LogPrompt,
our method consistently surpasses LogPrompt in terms of
average performance (up to +21% with Qwen).
Unsupervised methods cannot function effectively in
label-free settings. As introduced in Section III-A, while
unsupervised methods are theoretically designed for label-free
settings, they prove impractical in reality due to unrealistic
assumptions. Table I (rows 3-7) demonstrates that unsuper-
vised methods consistently underperform. This observation
again underscores the rationale behind the utilization of the
assignment process in Section III-B. An intriguing result is
that the Unsupervised achieves 0.93 at BG. In our discussion
of unsupervised methods, it is emphasized that the training
dataset must strictly contain only normal samples. Recall that
it only classifies by the distance to the latent center, where
all training samples are trained to project to the center as
“normal”. When the normal entries are more similar to the
training set than the anomalies, as in BG, it would show such
unexpected good results. On the contrary, when the abnormal
samples are more familiar to the detector, such as in TH, which
is thus projected to the center, it leads to a flawed result.
The proposed method effectively promotes generalizabil-
ity in zero-shot settings. Rows 8-10 in Table I present the ab-
lation results. First, MaidLog achieves improved performance
(+2.4% ~ 8.1%) using the calibration process described
in Section III-B, demonstrating the efficacy of multi-round
calibration. Then, when removing the adversarial objective
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Fig. 4. Performances with different prompts and calibration rounds. The x-axis and the y-axis represent the iterations and the AUROC scores, respectively.

or the ensemble heads, the generalizability is degraded to
varying degrees. Specifically, the adversarial designs bring
+10.9% with Llama and +5.7% with Mistral while only
—1.1% with Qwen, revealing the benefits of domain-invariant
representations. Meanwhile, the ensemble heads also provide
remarkable promotions by +6.1% ~ 9.7%, showing the
necessity to allow domain individuals.

E. Computational efficiency

As shown in Table II, the detector of MaidLog achieves a
nearly 25000 x speedup, processing over 8 million embeddings
in approximately 14 seconds on a GPU. This demonstrates
its capability for online real-time log anomaly detection. In
contrast to LLM-centric solutions that require large-memory
GPUs, MaidLog operates efficiently on lightweight edge de-
vices due to its shallow architecture (only 0.382M parameters).

Furthermore, when deployed with ONNX Runtime [72]
using only a CPU, MaidLog processes all test embeddings in
12 seconds in a single forward pass, with a peak memory con-
sumption of 33GB. This suggests that data transfer overhead is
a major factor in the GPU inference time. Memory usage can
be further reduced by processing test entries in mini-batches.

A single training epoch of the detector requires only 0.37s
on an A800 GPU, utilizing 630MB of GPU memory and
approximately 20% of the GPU time. Overall, MaidLog
achieves significant computational efficiency during infer-
ence, making it suitable for resource-constrained scenarios.

F. Influences from prompts and assignments

Observing divergent performances between LogGPT and
LogPrompt prompts on tested LLMs, we modified our prompts
and calibration rounds of the assignment process to report
the corresponding results for a fair test. The results are
in Figure 4, where ‘“MaidLog-LogPrompt” and “MaidLog-
LogGPT” denote where the prompt is modified from, respec-
tively. Throughout the calibration process, both Qwen and
Mistral exhibit consistent performance improvements across
different prompt formats. Moreover, the performance disparity
between prompts decreases over calibration rounds, effectively
mitigating prompt-induced bias. Since different LLMs respond
inconsistently to different prompts, our calibration process
is designed to reduce this inherent uncertainty rather than
identify a single optimal prompt pair.

The only exception occurs with Llama using LogGPT
prompts, where the calibration curves exhibit an initial upward
trend followed by a decline. Although early calibration rounds
yield strong improvements over LLM-centric solutions, addi-
tional rounds eventually degrade performance. We derive two
key insights: (1) stronger LLMs (e.g., Mistral) benefit more
from our approach, while Llama performs the worst among the
three; (2) excessive calibration rounds may introduce noise.
Thus, we recommend using stronger LLMs (e.g., Mistral)
for stable performance or determining optimal calibration
rounds via validation on target applications. Although they are
common tricks in general settings or applications, we don’t
tune them due to the strictly invisible target domain settings.

G. Efficiency and effectiveness on pseudo-labels assignment

To comprehensively disclose the pseudo-labels assignment
process, we further conduct the proposed process with labeled
samples from H2 and H3. Using the first 12,000 samples
from both datasets, we execute the same pseudo-label assign-
ment process as for the training set over 60 rounds without
reinitializing the verifier. Corresponding results illustrated in
Figure 5 are averaged among three LLMs. First, the pseudo-
labels show consistent improvement across 60 calibration
rounds, with recall (shaded area) increasing from 0.35 to
0.92. Meanwhile, the precision is improved from 0.38 to
0.68 in 52 rounds. As the anomalies only share 1.1% in the
samples, improvements in both precision and recall indicate
the corrections have happened to both mislabeled normal (false
negative) and anomalous (false positive) logs. It’s observed
that the precision undergoes a slight decline during subsequent
final rounds, indicating an escalation in false positives. This
aligns with the performance deterioration observed when using
Llama with MaidLog-LogGPT in Figure 4, where noise occurs
due to inappropriate over-calibration in MaidLog.

For better clarity, we export the intermediate statistics in
Table III, where each number denotes the average result among
the corresponding rounds. The observations are as follows:

o As expected, the verifier can effectively identify misla-
beled candidates, whose error rates (> 30%) are higher
than those remaining support set (< 0.2%). Thereby, our
statement in Section III-B1 is empirically demonstrated.

« The augmented generation could correct the selected
mislabels, bringing consistent improvements (F1: 0.44 —



TABLE III
AVERAGE STATISTICS AMONG THE ITERATIONS AS IN FIGURE 5

120 | 2140 | 41-60

Number of Iterations |

Error rate in candidate set D, 32.4% | 35.0% 31.3%
Error rate in support set Dg 0.2% 0.2% 0.03%
Average F1 score in all samples 0.44 0.52 0.70
TP Ratio FN Ratio — Precision — F1
1.0
0.8
0.6
0.4+
0.21
0.0 : : : : :
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Fig. 5. Improvements throughout assignment iterations, where TP and FN

respectively denote true positive and false negative.
0.70) as anticipated in Section III-B2.

Additionally, the contributions of the three augmented
prompts (i.e., induce, filter, and refine) are presented in Ta-
ble 1V, showing that all three prompts improve the final
label assignment. This demonstrates our approach of fully
leveraging LLM through diverse prompting strategies.

To demonstrate applicability for resource-constrained users
(e.g., those with limited LLM access during training), we also
report the total LLM inference calls. For the improvements
shown in Figure 5, Mistral, Qwen, and Llama require 5,305,
16,532, and 18,089 additional inference calls across all 60
rounds, respectively. MaidLog requires only 55% more calls
(on average) across all 60 rounds while achieving signif-
icant label quality improvements, demonstrating strong
applicability for resource-constrained users.

Additionally, we also try to see if the LLM itself can act as
an in-place mislabel verifier by outputting an extra confidence
score ([0, 1]) to its response. Based on the results of a subset
from H2 with Mistral, it’s found to be inapplicable since (a)
the confidence distribution is highly skewed, where 90.73% of
all samples and 45.37% of mislabeled samples get confidence
1.0; (b) there is only a weak positive relationship between
higher confidence and more accurate assignments (AUROC
0.73), even a negative correlation for those anomalous entries
(AUROC 0.32). Overall, the confidence of LLMs cannot imply
the correctness of pseudo-labels, underlining the motivation of
the auxiliary verifier.

H. Benefits from multiple domains

One may also be interested in the multiple-domain settings.
To demonstrate the improvement achieved by incorporating
knowledge from multiple domains, we first rank each training
domain’s contribution based on its average weights from the
discriminator across test domains. Then, we progressively
remove less contributing domains (with their corresponding
classification heads) while maintaining the same optimization

TABLE IV
ABLATIVE RESULTS AT 60 ITERATIONS
Used prompts | All | - Induce | - Filter | - Refine
Flscore | 0.80 | 065 | 066 | 027
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Fig. 6. AUROC when domains are removed with the Mistral, where Top-z
denotes that a remaining  domains are utilized during training the detector.

steps. As shown in Figure 6, the average performance is
improved when more domains are involved, except for a slight
degradation on BG. Overall, consistent with the improvements
observed in ensemble learning and domain generalization de-
signs during ablative experiments, this demonstrates that Maid-
Logenhances generalization ability through explicit multi-
domain settings. We also visualize the features to disclose from
a parametric view, which illustrates a better in-distribution
embedding space with DG and can be found in the reposi-
tory. Meanwhile, unexpectedly observed embedding clusters,
indicating that the encoder cannot distinguish these entries,
occur in the test entries without alignment (DG), whereas
there are none with DG. As discussed in Section III-C,
leveraging the homogeneity and heterogeneity can improve
the generalization of the log anomaly detector.

1. Case studies on pseudo labels

We further conduct a case study to empirically evaluate the
pseudo labels on the training set with Mistral, including the
following observations:

o The anomalies that have general and clear keywords
are well recalled. For instance, entries containing ex-
plicit abnormal keywords (bold), like “psu failure am-
bient=28" or “mtalk.google.com:5228 error: Could not
connect through proxy proxy.cse.cuhk.edu.hk:5070 - Proxy
server cannot establish a connection with the target, status
code 403", are well recalled as anomalies.

« The pseudo labels are less precise for logs describing am-
biguous events. Certain entries, such as ‘“PacketResponder
2 for block blk_-6670958622368987959 terminating”
and ‘“‘authentication failure; logname= uid=0 euid=0
tty=NODEVssh ruser= rhost=65.166.159.14” (whether a
failed SSH login is considered an anomaly or not, depending
on the user cases), are marked as anomalous. Such ambigu-
ity also explains higher recalls than precisions in Figure 5.
As a consequence, MaidLog trains the detector with soft
labels where the ambiguous ones can obtain intermediate
states and are distinguished from more abnormal ones.



TABLE V

AUROC WITH VARIOUS ARCHITECTURES WHERE THE TOP-3 ARE BOLD
- | Basic method | Embedder | Classifier (Params.) | Avg.
a MaidLog FastText Proposed (0.3M) 0.93
MaidLog FastText-r Proposed (0.3M) 0.88
MaidLog BERT Proposed (0.5M) 0.60
b MaidLog RoBERTa Proposed (0.5M) 0.93
MaidLog BART* Proposed (0.5M) 0.37
NeuralLog BERT Trans. block (31.5M) 0.93
c NeuralLog RoBERTa Trans. block (31.5M) 0.65
PreLog BART* Trans. decoder (134.7M) | 0.96

J. Hyperparameter analysis and deployment guidelines

To evaluate the stability of the proposed detector with
respect to hyperparameters, we adjust S in Equation (10) and
v in Equation (7) to test if the proposed detector is stable. Due
to the page limitation, the detailed results can be found in our
GitHub repository. For a short summarization, The detector
exhibits stable performance with general v and /3 values that
are of non-extreme value. For deployment, we suggest setting
v=2and 8 = 1. And, {a.} are class balancing parameters
set by Equation (12). These settings confirm the stability of
the generalizable detector with respect to its hyperparameters.

For the hyperparameters during pseudo-label assignment,
we have varied the following three key factors and observed
the improvements of pseudo-labels in most cases. In short,
the resulting principles for deployment are as follows: (a)
keep the weights w; in Equation (3) roundly increasing; (b)
roundly decrease the candidate portion and (c) set a lower
than 0.5 evidence portion in Section III-B1. With the above
settings, one can obtain satisfactory pseudo-labels. Still, it’s
recommended to adopt our primary, verified implementation
in Section IV-C at first.

K. Alternative preprocessors, embedders, and detectors

We further analyze MaidLog with alternative components,
as summarized in Table V. Specifically: (a) FastText-r uses
no preprocessing (as in PreLog [30]) and employs FastText as
the embedder; (b) replacing the embedder with BERT [73] and
RoBERTa [74] (as in NeuralLog [28]), and BART* (a post-
trained BART [75] in PreLog). (¢) Meanwhile, we include
NeuralLog and PreLog as baselines, which are applicable
and modified for entry-level identification. Unlike the shallow
detector with FastText in MaidLog, these baselines employ
BERT and BART* with a transformer encoder block and an
entire transformer decoder as detectors, respectively. Notice
that these are supervised methods, with training labels gener-
ated via our assignment process based on Mistral.

We have the following observations. Firstly, the prepro-
cessing step is helpful in these settings. Secondly, Fast-
Text performs comparably to the best pretrained transformers
(i.e., RoBERTa). Noticing that FastText doesn’t require a
GPU or high-performance CPU, it’s a more attractive
choice under computational resource constraints. Ulti-
mately, MaidLog shows comparable performance to Neural-
Log with significantly fewer parameters. Although PreLog
yields the highest AUROC (+0.03 compared to MaidLog), it

is less attractive under computational constraints: the official
implementation requires over twenty hours to infer all test
entries. To summarize, the components within the cur-
rent MaidLog implementation strike an excellent balance
between performance and efficiency. Please refer to the
repository for extended results.

V. RELATED WORKS

In terms of automated log data management, related tasks
can be coarsely categorized into four hierarchical levels:

1) Logging level: Comprehensively log system states to en-
able further utilization of logs. Related studies focus on
logging techniques for specific scenarios [1]-[3], etc.

2) Processing level: Analyze log attributes or organize raw
log entries into structural formats, e.g., structure extrac-
tion [4], parsing [5]-[8], anomaly detection [9]-[12], etc.

3) Organization level: Store and organize processed log
entries for further access. Specifically, this level supports
accessing massive logs in a database-like manner for vari-
ous scenarios, such as cloud log engines [13], [14], etc.

4) Application level: Mine knowledge from logs and utilize
it for system optimization. Unlike the previous levels, the
application level includes a vast number of diversified
tasks such as user profiling [15], [16], large system di-
agnosing [17], query optimization [18], natural language
to SQL [19], or error recovery [20], and so on.

The primary objective of all levels is to diagnose system
runtime comprehensively with logs. Subsequently, we review
related studies from the following two technical lines:

Conventional Log Data Management and ML in Log
Data Management. For the primary parsing step, numerous
studies, including Drain [76], Spell [7], Prefix-Graph [6], etc.,
are proposed and build fundamentals for sequential analysis.
In particular, Zhu et al. [77] provided a benchmark suite
and tested various parsing solutions, while Song et al. [12]
proposed a pipeline for anomaly detection development.
Based on parsers, PleLog [33], DeepLog [31], MoniLog [10],
SpikeLog [9] and [11], etc., have been derived to conduct
anomaly detections based on parsed event sequences. The
majority of them utilized ML techniques like recurrent neural
networks, meta-learning [36], and domain adaptation [34],
pioneering the power of data-driven automated log analy-
sis. Meanwhile, researchers point out that parser-based log
analysis always suffers from parsing errors, especially when
log format changes [40], [47], inspiring efforts on parser-
free methods. This is mainly done by treating logs as semi-
structured natural language, utilizing tools like Fasttext [51]
to embed logs. Then, for instance, RobustLog [28] utilizes
LSTM [78] to conduct supervised anomaly detection.

Log Data Management and Mining in the Era of LMs &
LLMs. As LM shows remarkable generalizability, researchers
are devoted to exploring their power in log data management
and mining. Firstly, for log anomaly tasks, early trials include
NeuralLog [29] and LogBERT [42] take BERT [73] as a
log encoder, then utilize Transformers [79] decoder and pre-
diction scores to detect anomalies, respectively. Additionally,



EvLog [47] and PreLog [30] follow up and extend bonus
mechanisms, such as auxiliary clustering and contrastive learn-
ing, achieving remarkable performance. After the power of
even larger LMs has been certified, LLMs for log data mining
have also been preliminarily discovered. Specifically, Zhong et
al. [39] propose a mixed log parser with LLM, demonstrating
the potential of LLM in the area of Log. Concurrently, Ma
et al. [38] and Liu et al. [80] also propose their competitive
solution for the same task. Particularly, as LLMs show ex-
cellent adaptability to multiple tasks, researchers also explore
all-in-one management with LLMs, e.g., [41], [43], [81].

VI. DISCUSSION
A. Trading Effectiveness for Generalization and Efficiency

We further discuss the standalone (i.e., one-by-one) entry-
level log anomaly identification task. Except for the stud-
ied entry anomalies, log anomalies also include session-
based anomalies, such as time anomalies or repeat anomalies,
etc. [45]. Specifically, we choose the emerging entry-level
detection [48], [82], since relying on context has the following
critical drawbacks:

o We prioritize generalization, which is harder to achieve
with session-based detection. Recall that the organization
of sessions varies across systems, and the entries will be
interleaved as multiple applications logging simultaneously,
session organization will be unexpectedly complicated and
involve expensive engineering efforts to tune such factors
system-by-system.

« Entry-level detection is more computationally efficient than
modern session-based detection. The mainstream non-LLM
solutions (e.g, [27], [31]) or LLM-centric solutions (e.g.,
[40], [42]) require processing each entry at least once as
MaidLog, but incur additional consumption to mine the
sequence features by recurrent neural networks or self-
attention. Depending on the implementation, the computa-
tional complexity of session-based methods grows at least
linearly with session length, worse than that of MaidLog.

o In applications, the majority of entries are independent.
Specifically, [46] has analyzed the application logs from the
IBM Cloud and points out that 94.2% of entries are entry-
level independent operational logs, while only 0.7% of
entries are transactional entries in logical sessions. Despite
the existing study [48], Amazon CloudWatch logs (for
AWS) also detect anomalies at the entry-level according to
their documents and video demonstrations [82].

In summary, MaidLog primarily employs entry-level iden-
tification to achieve superior generalization and efficiency.
We leave the implementation to session-level detection as an
intriguing future work by, e.g., treating multiple entries as a
whole session entry as in LogPrompt or LogGPT, since the
users may still want alternative tasks.

B. Heuristics for Calibration Early Stopping

Currently, we employ a pseudo-label cache (Equation (3))
as a heuristic with a single hyperparameter w to improve the
convergence of pseudo-labels, rather than using a deterministic

early-stopping mechanism. This design choice is motivated
by the fact that representative early-stopping strategies (e.g.,
for training loss) often require additional hyperparameters
(such as patience and threshold), which we found during
the development of MaidLog to be more difficult to tune
than w. Given the acceptable performance of the cache-based
approach, we leave the implementation of a rigorous early-
stopping mechanism as future work.

In practice, users may run the calibration for a sufficiently
large number of rounds (e.g., 60) or validate using their own
data. However, in rare cases where over-calibration occurs
(e.g., Llama with MaidLog-LogGPT in Figure 4), a heuristic
to detect such behavior and trigger early stopping could be
beneficial. We plan to investigate whether signals from noise-
aware learning, cross-domain matching [83], or improved
confidence estimation methods for LLMs can serve as effective
criteria for early termination.

VII. CONCLUSION

In this study, we present MaidLog, a novel large language
model (LLM)-assisted framework for efficient and effective
log anomaly identification. Motivated by the potential of
LLMs to serve as cost-effective label generators, we have
developed a pseudo-label assignment process, rendering Maid-
Log a label-free architecture. Furthermore, we introduce a
generalizable anomaly detector tailored to the unique char-
acteristics of log data, thereby endowing MaidLog with zero-
shot transfer capabilities. The performance of MaidLog has
been validated through extensive experiments on real-world
datasets, confirming our initial motivations and setting a
foundation for the future integration of LLMs into various
functionalities within log data management.
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